For this assignment you will get use to writing C++ code and the variety of syntax it uses. You will need to read from a file and perform some basic statistics on the numbers. The file given to you, “Homework1\_Infile.txt”, contains a series of numbers. The very first number in the file is an integer. This number tells how many other numbers there are in the file. You must read in this number and use it to create an array of doubles. Once the array is created, you need to read all the other numbers into the array. (The array is already sorted in ascending order, which will be relevant later)

You will need to take this array of numbers and compute some basic statistics: mean, median, and standard deviation. You can create the array and populate it in the main function, but you must create a function called Mean, Median, and StandardDev used for the previously mentioned stats. Below is the description of how the functions should compute.

**Mean**: To compute the mean you compute the standard average. Sum up the total value of the entire array and divide this total by the number of elements.

**Median**: The median of a set is the middle value. As mentioned earlier, the array is already sorted so it is easier to find the middle value. If there are an odd number of values, it is the exact middle value. If there are an even number, you find the median by taking the two middle values, and finding the mean between them.

**Standard Deviation**: To compute the standard deviation we follow this formula.
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To translate this to code, follow these steps:

1. Find the mean (x with the bar).
2. For each element in the array (regular x) subtract it from the mean.
3. Square the computation for each element in step 2.
4. Sum up each computation from step 3.
5. Divide the sum by the number of elements.
6. Take the square root.

**Square Root:** For computing standard deviation, you should implement your own square root. DO NOT use any math libraries for this. Below is a description of the Newton-Raphson (<https://en.wikipedia.org/wiki/Newton%27s_method>) method for approximating a square root. I will also be providing the algorithm for translation into code.

![](data:image/png;base64,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)

The above function looks at successive solutions to a given function. The function for a square root is defined as *f(x) = x2 – C = 0*, where *C* is the number we are finding the square root. Now we have f(x), we find the derivative *f ’(x) = 2x.* We start with an intial value called x0 which well will set to be 1: x0 = 1. We use this to solve the equation the first time. Each solution gets stored into the new x, xn+1 and gets used in the next calculation. Each time we are approximating an answer and getting closer. This will not yield the actual result (unless the value is a perfect square) but an approximation. We decided when we are close enough and quit iteration. Example, find the square root of 10:

1. X0 = 1
2. f(1) = 1 – 10, f ‘(1) = 2
3. x1 =1 - -9/2 = 5.5
4. x1 = 5.5
5. Take x1 and go back to step 2 and find x2
   1. f(5.5) = 30.25 – 10 = 20.25
   2. f ‘(5.5) = 11
   3. x2 = 5.5 – 20.25/11 = 3.659
   4. Use x2 to compute x3

Eventually you will get close to 3.16228. When you get here you can stop (will explain in the algorithm). So how does this all translate to code? We start by breaking the entire process up into 3 parts. We have f(x), we have f ‘(x), and we have the main function that loops through iterations. Let us start by defining a function to compute our f(x) function and its derivative f ‘(x):

def f(x, value):

return x \* x - value

def fprime(x):

return 2 \* x

From this we can now write our main function to iterate through calculation.

def squareRoot(value):

stop <= false

x0 <= 1

x1 <= 0

while stop variable is not false

do

x1 <= x0 - f(x0, value) / fprime(x)

if x1 is equivalent to x0 then

stop <= true

else

x0 <= x1

end while

return x1

We check if the values are the same because in C++ we will lose floating point precision at some point. This loss of precision will eventually make the two floating point numbers the same making our estimation close enough.